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## **Постановка задачи**

Спроектировать шаблонный тип данных String + COW. Использовать стандарт языка С⁠+⁠+⁠20. Реализовать итераторы, совместимые с алгоритмами стандартной библиотеки. Покрыть модульными тестами. При реализации не пользоваться контейнерами стандартной библиотеки, реализовать управление ресурсами в идиоме RAII.

В качестве системы сборки использовать CMake. Всю разработку вести в системе контроля версий git. Настроить автоматическое форматирование средствами clang-format.

Проверить код анализаторами Valgrind Memcheck, undefined sanitizer, address sanitizer, clang-tidy.

## Мотивация

Стандартная реализация строки в большинстве языков программирования использует стратегию глубокого копирования (deep copy). Это означает, что при каждой операции копирования строки (например, при присваивании, передаче в функцию по значению) создается полная физическая копия всех данных, включая сам массив символов.

Такой подход может быть крайне неэффективен с точки зрения производительности и потребления памяти, особенно когда:

1. Строки имеют большой размер
2. Операции копирования происходят часто, но последующие модификации этих копий нет

Реализация строки с механизмом Copy-on-Write призвана решить эту проблему. При операциях копирования не создается немедленная копия данных. Вместо этого обе строки (исходная и новая) начинают разделять один и тот же массив символов в памяти. При этом Множество объектов-строк могут безопасно ссылаться на один и тот же буфер с данными. Это обеспечивает высокую эффективность по памяти и времени для операций, которые не меняют данные (чтение, поиск, передача как константной ссылки).

## Реализация

### Внутреннее устройство

Механизм работы copy-on-write заключается в том, чтобы при копировании не создавать полную копию объекта, а реализовать доступ к памяти копируемого предмета. Создание копии происходит только при внесении изменений. Таким образом достигается более эффективное использование ресурсов, см. рисунок 1.

![](data:image/png;base64,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)Рисунок 1: Принцип работы Copy-on-write

Устройство класса представляет собой обернутую строку с параметрами для обеспечения копирования без выделения памяти, см. рисунок. 2.
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### Интерфейс

Опишите операции, доступные через публичный интерфейс. Укажите их асимптотическую сложность и влияние на итераторы.

**Конструкторы**:

Конструктор по умолчанию string(): O(1) - создает буфер начального размера

Конструктор из C-строки string(const char\*): O(n) - копирование данных строки

Конструктор копирования string(const string&): O(1) - увеличивает счетчик ссылок

Конструктор перемещения string(string&&): O(1) - передача владения буфером

Деструктор: O(1) или O(n) - уменьшает счетчик ссылок, при 0 - удаляет данные

**Операторы присваивания**:

Копирующее присваивание: O(1) - разделение буфера с подсчетом ссылок

Перемещающее присваивание: O(1) - передача владения буфером

**Доступ к элементам**:

operator[]: O(1) - обращение по индексу

at(): O(1) - обращение по индексу с проверкой границ

**Модификация строки**:

push\_back() / operator+=: O(1) амортизированно, может вызвать переаллокацию

insert(): O(n) - Добавление элемента и сдвиг

erase(): O(n) - Удаление элемента и сдвиг

resize(): O(n) - Присвоение размера, может вызвать переаллокацию

reserve(): O(n) - Присвоение вместимости, переаллокация при увеличении capacity

clear(): O(1) - сброс размера

**Информационные методы**:

size() / length() / capacity() / empty(): O(1) - Получение информации

c\_str(): O(1) - Указатель на начало строки (как в си)

### Итераторы

Какие итераторы предоставляет ваша структура данных? Категория, особенности реализации.

Реализованный класс предоставляет итераторы произвольного доступа (std::random\_access\_iterator\_tag). Подобный итератор позволяет получать доступ к любому элементу по индексу и использовать большинство алгоритмов стандартной библиотеки.

**Типы итераторов**:

iterator - изменяющий итератор

const\_iterator - константный итератор

reverse\_iterator - обратный изменяющий итератор

const\_reverse\_iterator - константный обратный итератор

**Особенности реализации в контексте COW**:

1. Неконстантные итераторы вызывают ensure\_unique() - потенциальное отделение буфера
2. Константные итераторы не вызывают отделение - безопасны для чтения
3. Инвалидация: Любая модификация через один итератор влияет на все копии строки

**Обеспечение корректности**:

1. При создании неконстантного итератора проверяется уникальность буфера
2. Если буфер разделен, создается копия данных

Это гарантирует, что модификация через итератор не повлияет на другие копии
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## Приложение

// file stringCOW.cpp

#include <iostream>

#include <iterator>

#include <algorithm>

#include <stdexcept>

class string { private: static void\* copy(void\* dest, const void\* src, size\_t n) { char\* d = static\_cast<char\*>(dest); const char\* s = static\_cast<const char\*>(src); for (size\_t i = 0; i < n; ++i) d[i] = s[i]; return dest; }

static size\_t getlength(const char\* str) { size\_t len = 0; while (str[len] != '\0') ++len; return len; }

static void\* moving(void\* dest, const void\* src, size\_t n) { char\* d = static\_cast<char\*>(dest); const char\* s = static\_cast<const char\*>(src); if (d == s) return dest; if (d < s) { for (size\_t i = 0; i < n; ++i) d[i] = s[i]; } else { for (size\_t i = n; i > 0; --i) d[i - 1] = s[i - 1]; } return dest; }

static int compare(const void\* ptr1, const void\* ptr2, size\_t n) { const unsigned char\* p1 = static\_cast<const unsigned char\*>(ptr1); const unsigned char\* p2 = static\_cast<const unsigned char\*>(ptr2); for (size\_t i = 0; i < n; ++i) { if (p1[i] != p2[i]) return (p1[i] < p2[i]) ? -1 : 1; } return 0; } struct Buffer { char\* data; size\_t size; size\_t capacity; int ref\_count;

Buffer(size\_t cap = 15) : size(0), capacity(cap), ref\_count(1) {  
 data = new char[capacity + 1];  
 data[0] = '\0';  
}  
  
Buffer(const char\* str, size\_t len)  
 : size(len), capacity(len), ref\_count(1) {  
 data = new char[capacity + 1];  
 string::copy(data, str, len);  
 data[len] = '\0';  
}  
  
~Buffer() { delete[] data; }  
  
void add\_ref() { ++ref\_count; }  
void release() {  
 if (--ref\_count == 0) delete this;  
}  
  
Buffer\* detach() {  
 if (ref\_count > 1) {  
 Buffer\* new\_buf = new Buffer(size);  
 string::copy(new\_buf->data, data, size);  
 new\_buf->size = size;  
 new\_buf->data[size] = '\0';  
 release();  
 return new\_buf;  
 }  
 return this;  
}

};

Buffer\* buf;

void ensure\_unique() { if (buf->ref\_count > 1) { buf = buf->detach(); } }

public: class iterator { private: char\* ptr;

public: using difference\_type = std::ptrdiff\_t; using value\_type = char; using pointer = char\*; using reference = char&; using iterator\_category = std::random\_access\_iterator\_tag;

iterator(char\* p = nullptr) : ptr(p) {}  
  
reference operator\*() const { return \*ptr; }  
pointer operator->() const { return ptr; }  
  
iterator& operator++() {  
 ++ptr;  
 return \*this;  
}  
iterator operator++(int) {  
 iterator tmp = \*this;  
 ++ptr;  
 return tmp;  
}  
iterator& operator--() {  
 --ptr;  
 return \*this;  
}  
iterator operator--(int) {  
 iterator tmp = \*this;  
 --ptr;  
 return tmp;  
}  
  
iterator& operator+=(difference\_type n) {  
 ptr += n;  
 return \*this;  
}  
iterator& operator-=(difference\_type n) {  
 ptr -= n;  
 return \*this;  
}  
  
iterator operator+(difference\_type n) const { return iterator(ptr + n); }  
iterator operator-(difference\_type n) const { return iterator(ptr - n); }  
  
difference\_type operator-(const iterator& other) const {  
 return ptr - other.ptr;  
}  
  
reference operator[](difference\_type n) const { return ptr[n]; }  
  
bool operator==(const iterator& other) const { return ptr == other.ptr; }  
bool operator!=(const iterator& other) const { return ptr != other.ptr; }  
bool operator<(const iterator& other) const { return ptr < other.ptr; }  
bool operator>(const iterator& other) const { return ptr > other.ptr; }  
bool operator<=(const iterator& other) const { return ptr <= other.ptr; }  
bool operator>=(const iterator& other) const { return ptr >= other.ptr; }

};

class const\_iterator { private: const char\* ptr;

public: using difference\_type = std::ptrdiff\_t; using value\_type = const char; using pointer = const char\*; using reference = const char&; using iterator\_category = std::random\_access\_iterator\_tag;

const\_iterator(const char\* p = nullptr) : ptr(p) {}  
  
reference operator\*() const { return \*ptr; }  
pointer operator->() const { return ptr; }  
  
const\_iterator& operator++() {  
 ++ptr;  
 return \*this;  
}  
const\_iterator operator++(int) {  
 const\_iterator tmp = \*this;  
 ++ptr;  
 return tmp;  
}  
const\_iterator& operator--() {  
 --ptr;  
 return \*this;  
}  
const\_iterator operator--(int) {  
 const\_iterator tmp = \*this;  
 --ptr;  
 return tmp;  
}  
  
const\_iterator& operator+=(difference\_type n) {  
 ptr += n;  
 return \*this;  
}  
const\_iterator& operator-=(difference\_type n) {  
 ptr -= n;  
 return \*this;  
}  
  
const\_iterator operator+(difference\_type n) const {  
 return const\_iterator(ptr + n);  
}  
const\_iterator operator-(difference\_type n) const {  
 return const\_iterator(ptr - n);  
}  
  
difference\_type operator-(const const\_iterator& other) const {  
 return ptr - other.ptr;  
}  
  
reference operator[](difference\_type n) const { return ptr[n]; }  
  
bool operator==(const const\_iterator& other) const {  
 return ptr == other.ptr;  
}  
bool operator!=(const const\_iterator& other) const {  
 return ptr != other.ptr;  
}  
bool operator<(const const\_iterator& other) const {  
 return ptr < other.ptr;  
}  
bool operator>(const const\_iterator& other) const {  
 return ptr > other.ptr;  
}  
bool operator<=(const const\_iterator& other) const {  
 return ptr <= other.ptr;  
}  
bool operator>=(const const\_iterator& other) const {  
 return ptr >= other.ptr;  
}

};

using reverse\_iterator = std::reverse\_iterator; using const\_reverse\_iterator = std::reverse\_iterator;

string() : buf(new Buffer()) {}

string(const char\* str) { size\_t len = string::getlength(str); buf = new Buffer(str, len); }

string(const string& other) : buf(other.buf) { buf->add\_ref(); }

string(string&& other) noexcept : buf(other.buf) { other.buf = new Buffer(); }

~string() { buf->release(); }

string& operator=(const string& other) { if (this != &other) { buf->release(); buf = other.buf; buf->add\_ref(); } return \*this; }

string& operator=(string&& other) noexcept { if (this != &other) { buf->release(); buf = other.buf; other.buf = new Buffer(); } return \*this; }

char& operator[](size\_t pos) { ensure\_unique(); return buf->data[pos]; }

const char& operator[](size\_t pos) const { return buf->data[pos]; }

char& at(size\_t pos) { if (pos >= buf->size) { throw std::out\_of\_range("string::at"); } ensure\_unique(); return buf->data[pos]; }

const char& at(size\_t pos) const { if (pos >= buf->size) { throw std::out\_of\_range("string::at"); } return buf->data[pos]; }

iterator begin() { ensure\_unique(); return iterator(buf->data); }

const\_iterator begin() const { return const\_iterator(buf->data); }

const\_iterator cbegin() const { return const\_iterator(buf->data); }

iterator end() { ensure\_unique(); return iterator(buf->data + buf->size); }

const\_iterator end() const { return const\_iterator(buf->data + buf->size); }

const\_iterator cend() const { return const\_iterator(buf->data + buf->size); }

reverse\_iterator rbegin() { return reverse\_iterator(end()); }

const\_reverse\_iterator rbegin() const { return const\_reverse\_iterator(end()); }

const\_reverse\_iterator crbegin() const { return const\_reverse\_iterator(cend()); }

reverse\_iterator rend() { return reverse\_iterator(begin()); }

const\_reverse\_iterator rend() const { return const\_reverse\_iterator(begin()); }

const\_reverse\_iterator crend() const { return const\_reverse\_iterator(cbegin()); }

bool empty() const { return buf->size == 0; }

size\_t size() const { return buf->size; }

size\_t length() const { return buf->size; }

size\_t capacity() const { return buf->capacity; }

void reserve(size\_t new\_cap) { if (new\_cap > buf->capacity) { ensure\_unique(); Buffer\* new\_buf = new Buffer(new\_cap); string::copy(new\_buf->data, buf->data, buf->size); new\_buf->size = buf->size; new\_buf->data[buf->size] = '\0'; buf->release(); buf = new\_buf; } }

void resize(size\_t new\_size, char ch = '\0') { ensure\_unique(); if (new\_size > buf->capacity) { reserve(std::max(new\_size, buf->capacity \* 2)); }

if (new\_size > buf->size) {  
 std::fill(buf->data + buf->size, buf->data + new\_size, ch);  
}  
buf->size = new\_size;  
buf->data[new\_size] = '\0';

}

void shrink\_to\_fit() { if (buf->size < buf->capacity) { ensure\_unique(); Buffer\* new\_buf = new Buffer(buf->size); string::copy(new\_buf->data, buf->data, buf->size); new\_buf->size = buf->size; new\_buf->data[new\_buf->size] = '\0'; buf->release(); buf = new\_buf; } }

void clear() { ensure\_unique(); buf->size = 0; buf->data[0] = '\0'; }

iterator insert(const\_iterator pos, char ch) { size\_t offset = pos - cbegin(); ensure\_unique();

if (buf->size + 1 > buf->capacity) {  
 reserve(std::max(buf->size + 1, buf->capacity \* 2));  
}  
  
string::moving(buf->data + offset + 1, buf->data + offset,  
 buf->size - offset + 1);  
buf->data[offset] = ch;  
++buf->size;  
  
return iterator(buf->data + offset);

}

void push\_back(char ch) { insert(cend(), ch); }

iterator erase(const\_iterator pos) { return erase(pos, pos + 1); }

iterator erase(const\_iterator first, const\_iterator last) { size\_t start = first - cbegin(); size\_t count = last - first;

if (count > 0) {  
 ensure\_unique();  
 string::moving(buf->data + start, buf->data + start + count,  
 buf->size - start - count + 1);  
 buf->size -= count;  
 buf->data[buf->size] = '\0';  
}  
  
return iterator(buf->data + start);

}

string& operator+=(char ch) { push\_back(ch); return \*this; }

string& operator+=(const string& other) { if (other.buf->size > 0) { ensure\_unique(); if (buf->size + other.buf->size > buf->capacity) { reserve(buf->size + other.buf->size); } string::copy(buf->data + buf->size, other.buf->data, other.buf->size); buf->size += other.buf->size; buf->data[buf->size] = '\0'; } return \*this; }

const char\* c\_str() const { return buf->data; }

friend bool operator==(const string& lhs, const string& rhs) { return lhs.size() == rhs.size() && string::compare(lhs.c\_str(), rhs.c\_str(), lhs.size()) == 0; }

friend bool operator!=(const string& lhs, const string& rhs) { return !(lhs == rhs); } };

string operator+(const string& lhs, const string& rhs) { string result = lhs; result += rhs; return result; }

string operator+(const string& str, char ch) { string result = str; result += ch; return result; }

string operator+(char ch, const string& str) { string result; result += ch; result += str; return result; }

// file stringCOWtest.cpp

#include <gtest/gtest.h>

#include <vector>

#include <algorithm>

#include <cstring>

#include <stringCOW/stringCOW.cpp>

TEST(COWStringTest, Constructors) { string s1; EXPECT\_TRUE(s1.empty()); EXPECT\_EQ(s1.size(), 0);

string s2("hello"); EXPECT\_EQ(s2.size(), 5); EXPECT\_STREQ(s2.c\_str(), "hello");

string s3(s2); EXPECT\_EQ(s3.size(), 5); EXPECT\_STREQ(s3.c\_str(), "hello"); }

TEST(COWStringTest, AssignmentAndCOW) { string s1("original"); string s2 = s1;

EXPECT\_STREQ(s1.c\_str(), s2.c\_str());

s2[0] = 'O'; EXPECT\_STREQ(s1.c\_str(), "original"); EXPECT\_STREQ(s2.c\_str(), "Original"); }

TEST(COWStringTest, OperatorBracketAndAt) { string s("test"); EXPECT\_EQ(s[0], 't'); EXPECT\_EQ(s.at(1), 'e');

s[0] = 'T'; EXPECT\_STREQ(s.c\_str(), "Test");

EXPECT\_THROW(s.at(10), std::out\_of\_range); }

TEST(COWStringTest, Iterators) { string s("hello");

std::vector chars(s.begin(), s.end()); std::vector expected = {'h', 'e', 'l', 'l', 'o'}; EXPECT\_EQ(chars, expected);

std::vector reverse\_chars(s.rbegin(), s.rend()); std::vector expected\_reverse = {'o', 'l', 'l', 'e', 'h'}; EXPECT\_EQ(reverse\_chars, expected\_reverse);

\*s.begin() = 'H'; EXPECT\_STREQ(s.c\_str(), "Hello"); }

TEST(COWStringTest, ResizeAndReserve) { string s; s.reserve(100); EXPECT\_GE(s.capacity(), 100); EXPECT\_TRUE(s.empty());

s.resize(5, 'a'); EXPECT\_EQ(s.size(), 5); EXPECT\_STREQ(s.c\_str(), "aaaaa");

s.resize(3); EXPECT\_EQ(s.size(), 3); EXPECT\_EQ(s[0], 'a'); EXPECT\_EQ(s[1], 'a'); EXPECT\_EQ(s[2], 'a'); EXPECT\_EQ(std::strlen(s.c\_str()), 3); }

TEST(COWStringTest, InsertAndErase) { string s("world"); s.insert(s.cbegin(), 'H'); EXPECT\_STREQ(s.c\_str(), "Hworld");

s.insert(s.cbegin() + 1, 'e'); EXPECT\_STREQ(s.c\_str(), "Heworld");

s.insert(s.cbegin() + 2, 'l'); s.insert(s.cbegin() + 3, 'l'); s.insert(s.cbegin() + 4, 'o'); s.insert(s.cbegin() + 5, ' '); EXPECT\_STREQ(s.c\_str(), "Hello world");

s.erase(s.cbegin() + 5, s.cend()); EXPECT\_STREQ(s.c\_str(), "Hello");

s.erase(s.cbegin() + 1); EXPECT\_STREQ(s.c\_str(), "Hllo"); }

TEST(COWStringTest, PushBack) { string s; s.push\_back('h'); s.push\_back('e'); s.push\_back('l'); s.push\_back('l'); s.push\_back('o'); EXPECT\_STREQ(s.c\_str(), "hello"); }

TEST(COWStringTest, ShrinkToFit) { string s("test"); s.reserve(100); EXPECT\_GE(s.capacity(), 100);

std::string old\_data = s.c\_str(); size\_t old\_size = s.size();

s.shrink\_to\_fit(); EXPECT\_GE(s.capacity(), old\_size); EXPECT\_STREQ(s.c\_str(), old\_data.c\_str()); }

TEST(COWStringTest, OperatorsPlus) { string s1("hello"); string s2(" world"); string s3 = s1 + s2; EXPECT\_STREQ(s3.c\_str(), "hello world");

string s4 = s1 + '!'; EXPECT\_STREQ(s4.c\_str(), "hello!");

string s5 = '!' + s1; EXPECT\_STREQ(s5.c\_str(), "!hello"); }

TEST(COWStringTest, Comparison) { string s1("hello"); string s2("hello"); string s3("world");

EXPECT\_TRUE(s1 == s2); EXPECT\_TRUE(s1 != s3); }

TEST(COWStringTest, Clear) { string s("hello"); s.clear(); EXPECT\_TRUE(s.empty()); EXPECT\_EQ(s.size(), 0); EXPECT\_STREQ(s.c\_str(), ""); }

TEST(COWStringTest, MoveSemantics) { string s1("hello"); string s2 = std::move(s1); EXPECT\_STREQ(s2.c\_str(), "hello"); EXPECT\_TRUE(s1.empty() || std::strcmp(s1.c\_str(), "") == 0); }

TEST(COWStringTest, COWSemantics) { string s1("shared"); string s2 = s1; string s3 = s1;

EXPECT\_EQ(s1.c\_str(), s2.c\_str()); EXPECT\_EQ(s1.c\_str(), s3.c\_str());

s2[0] = 'S'; EXPECT\_NE(s1.c\_str(), s2.c\_str()); EXPECT\_EQ(s1.c\_str(), s3.c\_str()); EXPECT\_STREQ(s1.c\_str(), "shared"); EXPECT\_STREQ(s2.c\_str(), "Shared"); EXPECT\_STREQ(s3.c\_str(), "shared"); }

TEST(COWStringTest, CapacityAndEmpty) { string s1; EXPECT\_TRUE(s1.empty()); EXPECT\_GE(s1.capacity(), 0);

string s2("non-empty"); EXPECT\_FALSE(s2.empty()); EXPECT\_GE(s2.capacity(), s2.size()); }

int main(int argc, char \*\*argv) { ::testing::InitGoogleTest(&argc, argv); return RUN\_ALL\_TESTS(); }